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Abstract. Software Engineering must face the new challenges imposed by the 
Cloud Computing paradigm. New methodologies for software development must 
be proposed. For this purpose, this paper presents a specific methodology for col-
laborative software development in the Cloud, and then describes the architec-
ture of Automatic Software Development as a Service (ASDaaS). The goal of 
ASDaaS is to popularize software development in the Cloud and make it acces-
sible to non-IT professionals. In fact, with Cloud Computing and the conver-
gence toward “Everything as a Service”, we no longer consider the classical con-
text of software development, where IT teams or integrators are solicited to per-
form software development. ASDaaS allows a stakeholder, without computer 
skills to perform automatic developments from functional requirements, SLA 
(Service Level Agreement) requirements, and business rules definition. ASDaaS 
promotes the discovery and composition of web services. It is itself composed of 
a set of services which can carry out and cover the whole process of software de-
velopment. ASDaaS also allows the automatic development on Cloud platforms 
of undiscovered services by model transformation. Indeed, for each new devel-
opment, a choice of PaaS (Platform as a Service) is performed by matching de-
velopment constraints imposed by the stakeholder, with the features and services 
offered by the Cloud Platform.  
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Introduction 

The main ideas of the paradigm "Cloud Computing" is to enable companies to acquire 
Computing resources on demand, to make payment according to use, and to discharge 
the concern of the resources provenance [1]. 

Cloud Computing offers many advantages for software development [2], particu-
larly because it offers the possibility of an elastic resource allocation. It promotes a 
simple and ergonomic use, without having to worry about the underlying infrastruc-
ture or the deployed development environment. Another advantage of this new para-
digm for software engineering is that companies and organizations can develop mas-
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sively distributed software systems by dynamically assembling services. These ser-
vices may come from different providers [3].  

With the Cloud Computing paradigm, traditional software development method-
ologies gradually give way to the composition of services that represent business 
software artifacts. However, the immaturity of the Cloud model in the field of soft-
ware engineering induces the lack of specific and adapted methodologies to develop 
appropriate software. Indeed, the methodologies experienced by software engineering 
do not meet the distributed and collaborative nature, simplistic and user-friendly ap-
proach and flexibility in the allocation of resources offered by Cloud Computing. 

In this paper, we propose a methodology for collaborative development of Cloud-
based service-oriented software, and an architecture of Automatic Software Devel-
opment as a Service (ASDaaS). ASDaaS allows the development of business process 
with minimal intervention of the business stakeholder and without the intervention of 
developers. It promotes the discovery and the composition of services described in the 
business process; and the automatic development of undiscovered services in different 
Cloud platforms according to the APIs (Application Programming Interface) and 
services proposed by the Cloud platforms, and the SLA (Service Level Agreement) 
and KPIs (Key Performance Indicators) described by the user. ASDaaS also allows 
the selection of a Cloud infrastructure for the software deployment. 

The rest of this paper is structured as follows. Section 1, describes the software 
engineering issues vis-à-vis the Cloud. Section 2 addresses related works. Section 3 
describes the proposed methodology. Section 4 introduces ASDaaS’s architecture. 
Section 5 draws final conclusions and describes our future works. 

1. Cloud Computing : Software Engineering challenges  

Cloud Computing is a model for access through the network, and on demand to a set 
of shared and configurable Computing resources (eg networks, servers, storage, appli-
cations, and services) that are rapidly deployable and releasable with minimal admin-
istration effort or provider interaction. This paradigm considers three main service 
models: SaaS (Software as a Service), PaaS (Platform as a Service), IaaS (Infrastruc-
ture as a Service) [4] on which other services such as “Data as a Service” and “Desk-
top as a Service” are grafted. Four deployment models are possible with Cloud Com-
puting: public, private, community and hybrid. 

From a software engineering point of view, Cloud Computing faces several chal-
lenges related in particular to: 
• Distributivity : the modularity imposed by the Cloud Computing is a challenge in 

itself, which leads to dividing the application into units that can be deployed in a 
distributed environment [5]. Therefore, the debug and test operations can therefore 
be difficult. The distribution of data in the Cloud must also meet the challenge of 
access to data [6]. 

• Security: storing data on the Cloud infrastructure creates security challenges with 
respect to data access and confidentiality due partially to the multi-tenant architec-
ture [7]. 

• Cloud service composition: developers are brought to discover and compose web 
services to avoid reinventing existing services [2]. 
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• Interoperability: the migration of developed applications from a Cloud platform 
to another poses interoperability and portability problems, due to the advocated 
architecture and the APIs compatibility between the different Cloud providers [6].  

• Dependence on PaaS: the technological advancement heavily relies on the PaaS 
support technologies [6]. 

• Elasticity and scaling: another challenge is that the hardware architectures are 
not fixed but rather flexible due to the property of elasticity in the Cloud Compu-
ting technologies. 

• Evaluation: evaluation of applications developed on the Cloud is difficult due to 
the inability to assess the complexity of the APIs provided by the PaaS, since the 
implementation of these is ignored by users [6]. 

2. Related works 

Due to the recent nature of the Cloud Computing paradigm, few methodologies and 
approaches exist in literature. In [8], the authors proposed an approach that used the 
Domain Specific Languages (DSL) within the process of development and deploy-
ment of software on the Cloud. This approach relies on two basic steps. The first con-
cerns the development of a DSL for a given domain in order to facilitate the modeling 
of an application. In the second step, the DSL language is used by Application De-
signer to model applications. These models are automatically translated into specific 
executable code to a target Cloud platform, and then this code is automatically de-
ployed on the Cloud platform. This approach can be costly in DSL development time 
during the first phase. 

In [9], Ardagna et al. proposed the MODACLOUDS system issued from an Eu-
ropean project [10] that uses the principle of MDD (Model Driven Development) for 
the development of applications on the Cloud. MODACLOUDS comprises a design 
environment and a runtime environment. The design environment includes the model-
ing and code generation part, and includes a DSS (Decision Support System) module 
that allows risk analysis for the selection of Cloud providers and evaluation of the 
impact of the adoption of Cloud in the internal business processes. The runtime envi-
ronment allows to observe the system running and to provide feedback to the design 
environment. This allows developers to react to performance fluctuations and rede-
ploy applications on different Clouds over the long term. This approach is very inter-
esting; however, it does not exploit the APIs and services provided by Cloud plat-
forms, and returns the final choice of Cloud platform to the developer (human inter-
vention). 

The work proposed by [11] describes the SaaS Development Life Cycle 
(SaaSDLC) and outlines six phases. During the “envisioning” phase, an identification 
of new business opportunities and applications that can benefit from the characteris-
tics of the Cloud is made. A “platform evaluation” is then performed on the basis of 
cost and capabilities. The “planning” phase includes overall functionality require-
ments and design specifications, and establishes project plans. Once the Cloud plat-
form is selected, a subscription is made. The “Subscription” phase involves the Cloud 
provider and the client in the feasibility assessment of the application security archi-
tecture, and data architecture on the Cloud platform. Then comes the “service devel-
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opment” phase which is composed of a series of iterations. Deployment and testing 
are performed continuously throughout each iteration. The last phase “operations” 
includes the creation of process deployment and operation for the functioning of the 
service hosted on the Cloud. The SaaSDLC does not consider reuse of Cloud services. 
It promotes the development to a specific platform, making application portability 
more difficult.  

As part of IBM Research to provide a Software Development as a Service 
SDaaS, the authors in  [12] propose a hybrid development method (agile & workflow) 
for the  large projects. Two separate tracks characterize this method: Prototype and 
Release Tracks. Prototype Track comprises a pure agile development, with short seg-
ments of development of specific features, customer demonstrations and iterations. 
The Release Track includes integration and testing of all the features that have been 
prototyped and completed in the previous cycle prototype. This work does not consid-
er the Cloud Computing aspect in the development process, but is mainly focused on 
the adaptation of agile and workflow methods for projects development. 

In [13] Guha et al. advocate the intervention of Cloud provider in the Agile eX-
treme Programming software development process, especially in planning, design, 
building, testing and deployment phases to mitigate the challenges associated with 
Cloud software development, and makes it more advantageous. The roles and activi-
ties of the Cloud provider and developers are pre-defined. In this paper, the authors 
consider the aspect of roles between the various stakeholders in the agile development 
process of Cloud applications, and do not consider the other characteristics of Cloud 
applications. 

In [14], the authors describe Service-Oriented Software Development Cloud 
(SOSDC), a Cloud platform for developing service-oriented software and a dynamic 
hosting environment. The SOSDC adopts a system architecture covering the three 
levels of Cloud services. The IaaS level contains "Dynamic Provisioning Software 
Appliance" and is primarily responsible for providing software appliances. The PaaS 
level "App Engine: Dynamic Hosting Environment for Service Oriented Software" 
provides App Engine for testing, implementing and monitoring the deployed applica-
tion without having to consider the technical details. SaaS level aims to provide 
"Online Service-Oriented Software Development Environment". Once an application 
is developed, the developer may request an App Engine hosting environment by spec-
ifying the deployment requirements. This approach aims to provide a dynamic devel-
opment environment by providing on demand appliance for developers, but does not 
exploit public Cloud platforms. 

The methodology proposed in this work, (i) maintains interoperability through 
the use of web services and the modeling of functionalities to be developed; (ii) meets 
the requirements of the distributed nature of Cloud; and (iii) does not depend on a 
particular platform. 

3. The proposed methodology  

We no longer consider the traditional way of development, where the customer goes 
to a software integrator, or mobilizes his/her IT department to develop software that 
meets their needs. In this work, we do not consider developers as key stakeholders, 
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but business stakeholder who feel the need to automate a Business Process Manage-
ment (BPM). Unlike other applications, BPM considers the organization of the com-
pany. Therefore, the definition of business rules is paramount. 

Our methodology benefits from Cloud Computing and Web services to automati-
cally build and deploy a service-oriented software. It promotes the discovery and 
composition of services, but also entails the development of new services on Cloud 
platforms if undiscovered. 

The result of this methodology is an Automatic Software Development as a Ser-
vice (ASDaaS). ASDaaS is a development environment in which the different ser-
vices are developed and deployed on various Cloud platforms, amounting to interact-
ing decentralized and interdependent systems. The ASDaaS uses three types of data 
input (requirements in terms of functionality, the SLA and the business rules that 
describe the business constraints) to generate a software release. 

ASDaaS is an upper layer of the SaaS. This positioning allows users of ASDaaS 
not to depend on a particular platform. In addition, it allows us to proceed to the 
choice of an appropriate platform for each development. Each platform has different 
APIs, and the choice of platform should depend on the need for development. 

The idea is that via a browser a business stakeholder can access an environment 
of automatic development of business processes (ASDaaS). ASDaaS incorporates the 
composition of web services, the automatic development of services on Cloud Plat-
forms (PaaS: Google App Engine, Windows Azure…), and the deployment of ser-
vices on Cloud infrastructures (IaaS: Amazon Web Services…). 

The originality of our approach lies in the following facts: (i) It does not require 
great knowledge in software engineering to gain access to development; (ii) It pro-
motes the composition of developed services on multiple Cloud platforms : Inter-
Clouds; (iii) It allows selection of a development platform (PaaS) according to the 
development; (iv) It allows selection of IaaS for deployment that meets the SLA and 
pre-defined KPIs; (v) and it automatically deploys developed applications on a prese-
lected Cloud infrastructure. 

Figure 1 illustrates the different phases of the proposed methodology. We note 
that the business stakeholder can, at any time, introduce changes following his feature 
needs. 

3.1. ASDaaS Subscription . 

To initiate the project, a project identity sheet is created by the project creator. This 
sheet contains an identification of the different organizations involved in the project, 
and several stakeholders of each organization. A profile is assigned to each stakehold-
er. The creator of the project has an administrator profile. This allows him to allocate 
tasks to different stakeholders and have a rise of information feedback through operat-
ing reports, showing the progress of the work. 

3.2. Requirements expression. 

This phase consists of describing the inputs of ASDaaS described by the business 
stakeholder and translating the service needs following the WSDL file for searching 
purposes. Three types of inputs are identified: 
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�� The requirements and expectations of the customer expressed in terms of 
functionality (services) in a business process. It consists of defining the in-
puts / outputs of each service, without having to write the algorithms. This 
phase involves to i) modeling  the Workflow Description , ii) defining the 
number of processes, iii) describing the features included in the process, in 
addition to the input / output, and iv) defining the context and launch archi-
tecture.  

� SLA: the stakeholder describes his/her requirements in terms of quality of 
service, Cloud platforms and infrastructures security. 

� Business rules that define business constraints. 

3.3. Application interface creation.  

The client creates the interface through an easy-to-use tool. The business stakeholder 
has at his disposal a variety of forms (windows, tabs, buttons, check boxes ... etc). 
The creation of the interface allows the stakeholder to see his requirements more 
clearly. 

3.4. Service discovery. 

In this phase, through a web services search engine, we have to discover services 
corresponding to several features included in the different business processes. The 
advantage of this phase is to reducing the workload and improving reusability of web 
services. The complex features that have not been discovered as a web service, are 
broken down, if possible, to allow start a finer new search. If no further decomposi-
tion is possible, and no web service has been found for this feature, we move on to the 
phase of service automatic development. 

3.5. Service composition. 

This phase composes the discovered and developed services. It occurs according to 
the discovery and implementation of the features. 

3.6. Automatic development of undiscovered services. 

This phase identifies and develops the features described in the requirements but that 
have not been discovered as web services. This involves three key steps: 

1. Undiscovered services modeling: undiscovered services are modeled accord-
ing to the UML (Unified Modeling Language) in order to allow automatic 
generation of a code for a targeted Cloud platform with full knowledge of the 
tools it offers. The model-driven approach allows one to “model once and 
run everywhere.”[9]. 

2. Discovery and selection of development platforms for each service: this step 
allows us to choose a Cloud platform based on the module to be developed 
and technologies proposed by the PaaS platform. It includes the participation 
of the Cloud provider in the process of establishing the contract between the 
customer and the provider.  
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3. Automatic deployment and publication of the software artifact as a web ser-
vice. 

3.7. Tests and validation. 

The tests are made once the services are discovered and developed. Two types of tests 
are considered: (i) the test of application features and the respect of business rules, 
with the aim of validating or bringing modifications to the expression of needs; (ii) 
application availability tests done automatically at various moments. Validation is 
made by the customer. It takes place after the deployment of the application and after 
the last tests. 

3.8. IaaS selection for application deployment. 

A Cloud infrastructure is selected according to performance indicators (KPIs) and 
SLA required by the client. 

3.9. Automatic deployment. 

This phase consists in automatically deploying the application on a Cloud infrastruc-
ture (IaaS).  

In our methodology, the maintenance is not an occasional service; it takes place 
in a continuous way. Maintenance includes both changes made at any time by the 
business stakeholder, at any time, in the expression of its needs and web service 
changes (adding, deleting or modifying features). In other words, the phases of ser-
vice discovery and composition do not stop. In the next section, we describe an archi-
tecture for Automatic Software Development as a Service. 

 
Figure 1. Cloud-based Service-Oriented software development methodology. 
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We propose an example to illustrate our methodology. We want to implement a 

service that can generate an itinerary of sightseeing tours, from a chosen destination 
and period and depending on the weather. As a first step, we define (i) the functional 
requirements and business rules, (ii) the SLA, (iii) the KPIs for IaaS selection for 
deployment, and for PaaS selection for automatic development of services. Figure 2 
shows the functional requirements of a process. 

These rules must be respected: (i) if the weather is good, we will favor outdoor 
tours; (ii) otherwise we will favor covered visits. 

We put at the disposal of the user a tool to create an interface that can, in this case, 
generate a questionnaire where the user can enter the destination and the dates for the 
trip. Then based on KPIs and SLA, we proceed to the selection of a Cloud Infrastruc-
ture for deployment. In parallel, we discover services: we search for service S1 to 
estimate the weather for given period and destination, and service S2 to identify the 
sights of the destination, and finally, S3 to establish a visit itinerary. The service S3 
was not found, so we will model the service and generate the code automatically on a 
Cloud platform, previously chosen, depending on the parameters (SLA, pre-cited 
KPIs, and PaaS APIs). These services are composed according to the discovery and 
the development. Then the resulting application is deployed on the preselected Cloud 
infrastructure. 

 

 
 

Figure 2. Functional requirements. 

4. Automatic Software Development as a Service (ASDaaS) 

ASDaaS is an automatic business process development environment. Its architecture 
is illustrated in figure 3.  

The “project management” service basically takes care essentially of two activi-
ties: (i) The creation of a new project, and (ii) The monitoring of the existing projects.  

“Prototype as a Service” allows the creation of a prototype from needs expression 
and interface creation. Features described by the business stakeholder are discovered 
by “Discovery as a Service”. For undiscovered services, “PaaS Discovery as a Ser-
vice”, offers the possibility of their development on a specific PaaS platform accord-
ing to: (i) PaaS characteristics; (ii) APIs offered by PaaS; and (iii) Respect for the 
SLA imposed by the client. Once the PaaS is selected, the service “Automatic Devel-
opment as a Service” provides an automatic development from models. An automatic 
generation of source code is made thanks to a code generator which can transform 
models towards the code (approach MDD). Code generation is made by exploiting the 
APIs of chosen PaaS and by respecting the architecture imposed by the Cloud provid-
er. The developed services are then published.  

The service “Composition as a Service” composes discovered services and de-
veloped services. Service discovery and composition are continuous processes which 
do not stop even after the deployment of the application, with a view to ongoing  im-
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provement of the application. A CVS will manage different versions of composition 
in order to allow backtracking, if necessary.  

A selection of IaaS for the deployment is made by the service “IaaS Discovery as 
a Service”. This depends on a number of parameters such as (i) the characteristics of 
different IaaS, dependent on KPIs previously defined; and (ii) respect of the SLA 
imposed by the client. The various prototypes corresponding to the various composi-
tions are deployed on the preselected infrastructure. The deployment is done through-
out the development process to allow stakeholders to perform tests on the resulting 
prototypes. 

 
 

Figure 3. ASDaaS architecture. 

5. Conclusion and future works 

In this paper, we have described a methodology for Cloud-based collaborative soft-
ware development, and then presented the ASDaaS architecture. This architecture is 
composed of eight services: Project Management, Prototype as a Service, Service 
Discovery as a Service, Composition as a Service, PaaS Discovery as a Service, Au-
tomatic Development as a Service, IaaS Discovery as a Service, and Deployment as a 
Service. These services collaborate to provide a composite software based on discov-
ered and developed web services. We believe that the paradigm ASDaaS will change 
the role of software developers who will no longer have to worry about developing 
functionalities required by the client, but rather about ensuring compliance with secu-
rity settings. 

In our future work, we will focus on providing a safety layer in the “Service Dis-
covery as a Service”. Then we will use the approach based on QoS of Raluca and 
Florica [24] to select the web services that have the same functionalities, to enhance 
the results of discovery engine. 
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