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A few service-based languages explicitly define business artifacts including critical business activi-
ties, business events, business data, QoS requirements and SLAs in a choreographic style. Here,we
propose formal ingredients for a business aware transaction framework for end-to-end business pro-
cesses.

1 Introduction: The Need for Business-Aware Transactions (BAT)

Currently, Service Based Applications (SBAs) concentrate on composing software services into business
processes. However, a few languages explicitly define business artifacts [6] including critical business
activities, business events, business data, QoS requirements and SLAs. This is surprising since end-to-
end processes typically involve well defined standard processes or segments( (eg. payment processing,
shipping and tracking....). Additionnally, SLA is a key concept in end-to-end processes. Furthermore, no
well defined language enables an holistic (choreographic) description of these necessarily related gran-
ular business tenets in an end-to-end process constellation [19]. However this is critical for obtaining a
reliable message level protocol, tackling monitoring issues, and enabling reuse. Last, although declara-
tive languages exist for service composition [17] to tackle flexibility issue and reuse, they are not business
aware and do not emphasize on the key concept of transaction and SLAs [19] for SBA. However Busi-
ness Transaction and SLAs concepts often need to be declarative [20], [5], [19] and seems convenient
for reuse. To illustrate some of the above remarks, we considere the standard BPEL [18] and a current
technique for monitoring and recovery. In BPEL, focus is on messages and control flow rather than on
active business object [6]. But business analyst may wish focusing only on the effect of business trans-
action such as ” Shipping” on corresponding real object such as ”good” (standed by a business object),
rather than dealing systematically with the manipulation of numerous Business document (or attributes)
aliases while sending messages. Enforcing message dependencies should be presented as an enactement
of a stronger declarative business goal. Moreover, different encoding may satisfy business requirement.
For instance, it is not possible to specify in a direct way in BPEL the business compliance pattern of
”prerequisite” wich means that, the absence of one activity implies that another is also absent. Last, The
” mixing” of SAGA style [9] with fault-handler mechanism coming from programing community (C++,
Java) [18], is an ad-hoc approach [12]. Furthermore, BPEL does not tackle decentralized distributed
transactional coordination mechanism. In [3], monitoring techniques enable separation between mon-
itoring data from analysis. However, the business artifact dependencies maps, are not considered as a
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critical issue. Those are critical at design-time [6], [2], runtime [15] and monitoring [4] in a end-to-end
choreographic style. For instance, a possible decoupling of payment information in payment and in-
voicing business processes from sales order and delivery information of goods in order management and
shipment business processes, increases risks, could violate the integrity and accuracy of business objects
and compliance with contractual agreements.

Here, we formalize the complete business aware transaction framework [19] for end-to-end business
processes. Considering the above remarks we claim that our scheme is declarative, human understand-
able, convenient for choregraphy style, monitoring issue, flexibility, transactional theories and reuse.
Additionnally, the use of formal model would contribute to ease many technical issues from planning
[13], to verification as model checking [1] or theorem proving [21] and to runtime monitoring [14].

2 Formal specification for BAT : an overview

2.1 Transactional and Duration patterns

BAT specification is strongly built on the MITL formalism [1]. Precisly a BAT specification is based on
temporal property patterns convenient for business analysts [7]. We have enhanced temporal property
pattern [7] with new transactional pattern, and new duration pattern. The key ideas are to emphasize
transactional statement, introduce fundamental transactional operator of ”vitality” and extend sequencing
pattern to ”duration” sequencing pattern. Vitality is a convenient pattern block to construct many of the
advanced business transaction concepts. Following the style it is declared weak or strong. For instance,
let us assume T and T’ are two sub-transactions. T’ is weakly vital for T if and only if

• at any time, if T is weakly/fully waiting , then T’ must also be fully waiting
style(t,strict)⇒ G( f −waiting−T ⇒ f −waiting−T ′)∧ style(t, f lexible)⇒ G(w−waiting−
T ⇒ f −waiting−T ′)

• at any time, if T’ has been aborted or compensated then T is aborted or compensated in a near
future
G[(aborted−T ′∨Compensated−T ′)⇒ F((aborted−T )∨ (Compensated−T ))]

Furthermore, sequencing from [7] are enhanced as for instance a f ter(response[i, j](st,st ′),st ′′) wich
means after st ′′, if st occurs then st ′ must occur at delay between i and j. It is translated into MIT L0∞

as G(s′′ ⇒ G(st ⇒ (F>ist ′ ∧ F< jst ′))). Duration is one critical performance for end-to-end business
processes. Our new formal intermediate language supports the following BAT model.

2.2 BAT model and specification

several styles for hierachy of transactions The emphasis is on nested transaction that may be cat-
egorized by ACID [11] transaction, closed nested [8], Long Running flexible business transaction [9],
unconventional and application level atomicity [19] and advanced business transactional pattern [12].We
provide temporal pattern for those hierarchies.

Transaction and Active business object Any subtransaction enacts on Business artifact [6]. Business
artifact range from business object (eg. Account, good), to coordinate artifact (eg. invoice), to business
document or message(eg. acknowledge invoice). We enable to declare a kind of functional dependen-
cies such as in distributed database [16], [10] but here dependencies are dynamic. We enable to elici-
tate input-output dependencies as for instance G(w− commit− shipment ⇒ Billo f lading.namecust :=
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sales.namecust) i.e while shipment commits then the input attribute namecust from the object Sales must
be the same as billoflading. Those declarative constraints should be enforced by reliable message proto-
cosl and/or aliasing at a lower level. We also propose event dependencies [2] between low and high level
object such as G(w− commit−message−∗price⇒ invoice.price := message.changeprice.price) link-
ing invoice object to a change-price message. These dependencies are critical for enabling data integrity,
compensative phase while using SAGA style, enabling reliable monitoring and reuse.

SLAs Declarative business constraints are Master end-to-end SLAs and Local SLAs. SLAs include
temporal performance, rules as sequencing, occurrence and compliance property, right and responsabil-
ities of roles. Any property must hold on a definite time frame. A Master SLA is dependent of some
local SLAs. These dependencies should be deduced while checking [1] or proving [21] the consistency
of the specification. The consistent dependencies are also critical to provide reliable monitoring [14].
For instance, the below master SLA is dependent of the local SLA.

MASTER.SLA : Process cycle− time < 7days(Paymenta f terorder)
LOC.SLA : process cycle− time< 24hrs(Order to Acknowledge)

Business Aware Transaction and vital transaction To make a link between SLA and transaction,
each SLA may be declared vital for some subtransaction. In other words, a subtransaction may be aware
of this SLA. Furthermore, the vitality pattern also allow to customize inter-transaction dependencies.

vital-for(Integrated-Logistics[payment, shipment, order])
vitalfor( sequence((payment after shipment) before (delivery)), Integrated logistic)
vitalfor(Good atomic, Integrated logistic)
vital-for(Global(boundedexistence(retry(Inventory), <,2)), Integrated-Logistics)

Contingence and declarative fault handler Although the vitality pattern enables a strict ”undo”,
many SLAs specify a fault handling as repairing, retrying or reaching second order goal [12]. We then
isolate particular SLA patterns using failure transaction event (eg. abort-shipment) and often of the form
of a boolean implication. This declarative temporal extension of fault handler in BPEL is more con-
venient for reuse. For instance contingent pattern are retry, alternative and compensation. Retry(t) is
the sequence pattern: Response(abort-t ,started-alias(t)) where alias(t) means that t gets the same func-
tional name and the same specification over business objects and constraints ; alternative(t) is the Pattern
Response(abort-t,started-alternative(t))), compensation(t) is a Pattern Response(compensated-t,started-
compensation(t)). Alternative and compensation must also be specified according to their effect on busi-
ness objects, and transactions. Finally, a declarative fault handling wich may specify the contrary of a
”SAGA style” compensation [12] is in BAT language :

Global ( existence(shipment-aborted) IMPLY Global (precedence(compensate(shipment),compensate(payment)))

3 conclusion and perspective

We have provided formal ingredient for BAT language for SBA. We have taken care to the feasibility of
our language using formal model and complexity result. Our ongoing works are now to check the valid-
ity ofour scheme in implementing the following points. We have been investigating querying language
to emphasis the dependencies of MIT L formulas using model checking or theorem proving technics. We
have been also taking care of the extra complexity of collecting data while monitoring. Finally we be-
lieve that enforcing declarative active business object dependencies in choregraphy style is a challenging
research theme and further investigations are needed.
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